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Abstract

Achieving balance is an issue that faces all curriculum designers. The complexity of the software process demands a pluralistic approach to systems development. This pluralism must also be reflected in the education and training of future software engineers. How can we integrate the diverse views into a unified curriculum framework? How can we cover all topics that are deemed essential for the discipline. We must balance specialised software engineering topics with fundamental topics in computer science and we must also balance the variety of software engineering topics amongst themselves within the relatively short three-year undergraduate curriculum. Very often, what is left out is just as important as what is left in. This paper describes the process and outcomes of a recent attempt at Southern Cross University to develop a balanced software engineering course. Comparisons were made between this implementation and the ACM/IEEE model curriculum and other related efforts.

Introduction

This paper describes the process and outcomes of a recent effort at Southern Cross University (SCU) to develop a software engineering course. The initiative is a response to changes in the Information Technology (IT) industry where graduates are expected to possess a much wider range of skills than those of traditional programmers and analysts.

In her classic book on curriculum, Taba [1] argued that a scientific approach to curriculum development needs to draw upon:

- analyses of society and culture,
- studies of the learner and the learning process and,
- analyses of the nature of the discipline and knowledge domain.

We believe software engineering curricula has an added dimension; it is based on a dynamic and fast evolving discipline.

Unlike the more established disciplines in the traditional sciences and humanities, software engineering is relatively “young”, and its boundary and nature is constantly being shaped and moulded by current practices in the IT industry as well as the research findings of the community of scholars. While traditional academic disciplines like chemistry, physics or psychology are continuously being modified as the result of advances made at the frontier of research in those knowledge domains, software engineering is different in three fundamental aspects:

- The definition of the discipline is changing. Unlike chemistry or physics, a significant proportion of the content of the software engineering knowledge domain is continuously being redefined.
- The speed with which the changes are taking place is much faster than longer established disciplines such as chemistry or physics. The rate of change is driven by the rapid development of the technology itself.
- The penetration of industry software practices into undergraduate software engineering curriculum is much more significant than is the case in established disciplines, where industry research and development are more likely to be reflected mainly in the graduate curriculum.

What complicates the issue even further is that the legal status of the software engineering profession is not well established [2]. This state of flux is often manifested in the lack of agreement about what constitutes a reasonable program in software engineering, particularly at the undergraduate level [3]. Even when consensus was obtained on what may constitute model software engineering curricula [4], [5], [6], they too soon become dated.
Dynamic nature of the software engineering discipline

The dynamic nature of the IT industry poses a special challenge to those responsible for the development of educational curriculum in the training of software professionals. While standard system design and programming skills are still considered essential, new developments in information and communication technology, and new perspectives in the understanding of software project management have highlighted the importance of human as well as technical skills.

Several studies [7], [8], [9] have shown a tendency among employers of IT professionals to value general business and interpersonal skills over technical skills. This is not necessarily an actual shift but may reflect a general reaction towards the recognition of the need for good project management and people skills to ensure successful completion of software projects. The tutorial series on software engineering project management [10] is an example of such recognition. People and management skills are difficult to teach. Some would even argue that professional maturity is gained only after some experience in “real-life”, in industry. This has led some to regard software engineering education as belonging to graduate programs [11] rather than to a first degree course. More recently, it has been accepted that the reality of the industry is such that IT graduates are increasingly required in their first employment to work with large teams, to use new and complex software tools and to be able to communicate effectively both formally and informally in their work environments [12].

On the technical side, the emphasis of system development has changed considerably during the past decade. The question of “make or buy” has raised the issue of system acquisition and adaptation as opposed to custom development. Software re-use and re-engineering tools and techniques have now become important repertoire of all but the very few IT professionals working in niche areas. Looking from a different angle, it is noted that many organisations still rely on computer information systems that were developed many years ago. The maintenance, re-engineering and re-structuring of these legacy systems is likely to remain a substantial part of the organisational total IT effort. Finally, with greater emphasis on distributed computing and the drive toward client/server computing, the very nature of programming has also undergone substantive changes. An example is the drive toward visual programming [13] together with the trend towards object technology both of which are impacting on programming practices.

Different approaches to software engineering

There are many different approaches that have been adapted to the study of software engineering. Each approach differs in the emphasis it places on the particular phase (or phases) of the systems development life cycle. The most common approaches are:

- the systems design approach
- the programming approach
- the tool-kit approach
- the process modelling approach
- the management approach
- the formal approach

The systems design approach emphasises the “design” aspect of the system development process. The basic premise is that good software systems are essentially the results of good design. Most of the earlier software engineering books tend to emphasise this approach eg [14], [15]. The more recent text by Conger [16] also employs this approach. It may be regarded as an extension of the traditional curriculum in systems analysis and design. More recently, the emphasis in software system design has moved toward the object paradigm [17].

The programming approach to software engineering emphasises the “coding” or “system implementation” phase of the system development process. The text by Bell, Morrey and Pugh [18] is a good example. This approach examines the process of algorithm analysis, program design, coding and program testing. It is the natural extension of earlier courses in computing programming.

Another approach that is closely related to the above two is the tool-kit approach (or the “trades-person” approach). Here the emphasis is on the professional tool set, the “bag of tricks” as may be colloquially referred to, that software engineers may use in the development of software systems. The tool-kit may include analysis or design tools (upper CASE), programming/coding tools (lower CASE), configuration management tools, or project management tools [19], [20].

The process modelling approach examines the software process in its entirety. Recognising the shortcomings of waterfall model, many alternative models were suggested. These include, the prototyping model, the iterative-exploratory model, the spiral model. The concept of “software factory” is at the basis of this approach. The emphasis is often on the practical or experimental aspects of the software process [21], [22].

The management approach is closely associated with the process modelling approach. However, the emphasis here is on the need for good project management with clearly identified time lines and project milestones. The success of a software project depends just as much on the management of human resources as on the availability of technical resources [10]. Boehm’s treatment on software
risk management is another example of this approach [23].

The formal approach recognises that the critical steps are at the beginning of the systems life cycle, where user requirements are first analysed. It emphasises the need to ensure correct requirement specifications to avoid software errors. Proponents of this approach, often feel that the best way to ensure correct and unambiguously “requirement specs” is to employ formal methods [24]. They argue that once a system is correctly and unambiguously specified; the actual development and implementation of software system is relatively straightforward.

The above approaches may be classified into two categories: the micro approach versus the macro approach. The formal, systems design, programming or tool-kit approaches may be regarded as the micro approach where attention is focused on a single phase of the systems life cycle. The process modelling and management approaches took an overview of the system process, and thus may be regarded as the macro approach.

Achieving balance

The software process is a very complex one. While each of these approaches has its merits, the truth probably lies in a combination of these. The complexity of the software process demands a pluralistic approach to systems development. This pluralism must also be reflected in the education and training of future software engineers. The challenge now becomes: how to integrate the diverse views into a unified curriculum framework?

A common problem that faces all curriculum designers is how to cover all topics that are deemed essential for the discipline. The development of an undergraduate software engineering curriculum is no different [25]. Very often, what is left out is just as important as what is left in. The question of achieving balance in a software engineering curriculum is in fact two-fold. Firstly, there is the inter-discipline balance, where more specialised software engineering topics have to compete with the fundamental topics in computer science. Secondly, there is the intra-discipline balance, where the variety of software engineering topic have to compete among themselves in a relatively short three-year undergraduate curriculum.

The team at Southern Cross University decided to address this problem from a different angle. Rather than being constrained to explicitly align each course unit or module within the range of essential software engineering topics, the topics are embedded in the various curriculum units. We believe that the philosophical orientation of a course unit is just as important as its explicit title. The essential software engineering principles are thus built into the curriculum unit structure and integrated into the total curriculum. In fact a spiral approach is adapted to the study of software engineering principles. The topics are revisited several times during the course of the study. Each successive visit will cover the topics in greater depth and with a more comprehensive view of the software process. In the remainder of this paper, the authors will attempt to give a more detailed description of the software engineering course implemented at Southern Cross University.

The course development process

A Course Review Workgroup consisting of staff and postgraduate students was established to provide a focal point for discussion of the need for change and the direction for proposed changes in the computing courses at Southern Cross. This course review was undertaken as a regular process of review [26] and in response to:

- rapid changes in Information Technology [27];
- changes in curriculum recommendations by ACS, ACM, IEEE, and IFIP [6];
- recommendations of the Computing Discipline Review (Hudson report) [28];
- feedback from surveys of past students.

The course review was designed to ensure the currency and relevance of the curriculum content in the Bachelor of Information Technology program and to produce graduates with a “balanced organisational, individual and technical outlook on the information and computer field” [29]. The proposed course was documented and passed to computing industry professionals as well as experienced academics for review. The workgroup revised the course in light of the advice offered before submitting the course for approval.

The aims of the course.

The aims for the Bachelor of Information Technology were identified as:

- to produce high quality graduate capable of meeting the demands of the information technology profession;
- to develop communication skills in the student and to emphasise that the use of information technology is based on an understanding of the needs of users, clients, employers and colleagues;
- to prepare the student to cope with the rapidly changing information technology environment;
- to teach students the concepts, theories, techniques and skills applicable to Information Technology;
- to inculcate in students the need for continuing professional development to keep abreast of information technology developments;
to develop in students an understanding of the need for careful analysis of situations, a synthesis of new solutions and an evaluation of the impact of these solutions;

- to nurture in students a respect for research in information technology and to provide them with an understanding how research may be conducted.

More specifically, the aims of the **Software Engineering Major** of the Bachelor of Information Technology course are:

- to provide students with a good understanding of the theory and practice of software engineering;
- to impart to students the skills needed to efficiently develop and maintain high quality software systems;
- to provide students with a good knowledge of how to participate in and manage software projects.

### The Bachelor of Information Technology: Software Engineering

The Bachelor of Information Technology (B Inf Tech) at SCU will require the completion of 24 semester units:

- 15 Core Computing Units;
- 2 elective computing units;
- 3 core mathematics units;
- 2 elective non-computing units;
- 2 core non-computing units.

Those majoring in Software Engineering must take Operating Systems and Computing Architecture, Introduction to Operations Research, Interface Development and Evaluation, Programming Languages, Artificial Intelligence, Software Engineering, Computing Project, and Information Resource Management. Figure 1 shows the progression of units and the logical dependencies between units in the Software Engineering major. Computing units are shown in rectangular boxes.

### Logical Dependencies of Units In Software Engineering Major

![Diagram of unit dependencies]

**Figure 1. BIT course structure**

It is important to produce graduates with a broad educational background [25]. In line with this, Fundamentals of Management and Organisational Behaviour introduce our students to management and social interaction principles. Discrete Mathematics, Statistics, and Introduction to Operations Research
provide the mathematical background necessary for a sound knowledge of basic computational skills, the principles of formal methods in the Software Engineering unit, and for future research.

During the course review much thought was given to the inter-relationships between units and where they would fit within the three-year structure. One important concern was to have a progression through the four main programming units: Application Development, Data Structures, Object Oriented Programming and Interface Development and Evaluation with each subject being dependent on the previous. This means that for each unit the lecturer concerned can assume that certain key concepts have been covered, and new ones can be built on them.

A separate group produced a report on programming languages where after much consideration it was decided to move from Pascal as a first language to C. It was also decided that it was a waste of scarce resources to teach more than one introductory programming language. Another concern was to concentrate on one language (or family of languages) as the principle programming language used across most units thus allowing more advanced concepts to be covered. C and C++ were chosen.

Comparison with other curricula

Having developed a course that meets our defined goals and needs, it is reasonable to compare it with other published software engineering curricula. It is compared with the well-known ACM/IEEE software engineering curriculum [6], and with a recently developed Australian software engineering degree course [30] at Queensland University of Technology (QUT). Table 1 summarises how course content of the three courses compares in terms of broad subject areas.

Table 1. General course comparison

<table>
<thead>
<tr>
<th></th>
<th>Percentage of total course content</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>core SE</td>
</tr>
<tr>
<td>ACM/IEEE</td>
<td>24.3</td>
</tr>
<tr>
<td>SCU</td>
<td>62.5</td>
</tr>
<tr>
<td>QUT</td>
<td>70.8</td>
</tr>
<tr>
<td>ACM/IEEE-3</td>
<td>32.4</td>
</tr>
</tbody>
</table>

- The ACM/IEEE course is delivered over four years and is based on a core of computing and mathematics subjects, and augmented with numerous electives in the humanities and sciences as well as general electives. The SCU and QUT courses run over three years, and so there is much less scope for non-computing subjects and electives. The last row, labelled “ACM/IEEE-3”, enables a more direct comparison to Australian courses by removing enough non-computing elective subjects to produce a three-year course.

Several points of comparison may be noted from Table 1. The SCU and QUT courses are much more closely matched than the ACM/IEEE course. The ACM/IEEE course has a much lower proportion of computing and mathematics subjects than the SCU and QUT courses. Even after removal of a large proportion of non-computing material, the computing and core mathematics content of the ACM/IEEE-3 course is only 55% compared with 83% and 79% for SCU and QUT respectively. We assume that this reflects general differences in the tertiary education between the United States and Australia, rather than a major divergence in the computing curricula. A minor difference is that the SCU course has a lower proportion of computing electives relative to the computing core, and that the ACM/IEEE course has a higher proportion of core mathematics subjects. The core—elective relationship for the SCU course indicates the intention of the course designers to ensure that relevant software engineering topics outside the core of the ACM/IEEE curriculum were included as core items. The reverse philosophy applies to mathematics: students can choose to undertake non-core mathematics subjects as electives.

A general conclusion could be drawn that the SCU course is more discipline-specific than the ACM/IEEE model which aims to provide a broader coverage at a lower depth.
The ACM/IEEE report specifies the following fundamental set of ten subject areas:

- Algorithms and Data Structures (AL),
- Architecture (AR),
- Artificial Intelligence and Robotics (AI),
- Database and Information Retrieval (DB),
- Human-Computer Communication (HU),
- Numerical and Symbolic Computation (NU),
- Operating Systems (OS),
- Programming Languages (PL),
- Software Methodology and Engineering (SE) and,
- Social, Ethical, and Professional Issues (SP).

It further describes the minimum content from each subject area considered necessary to form the basis of a software engineering course.

Figure 2 and Table 2 compare the SCU, QUT, and ACM/IEEE SE courses, on the basis of the ten subject areas. Figure 2 shows the percentage total core subjects (including project work) devoted to the various subject areas.

Table 2 shows the ratio of SCU’s proportion to the corresponding proportion in the other courses. A minor point to be noted is that the SCU course contains non-core contribution to the NU subject area. This is covered as the mathematics elective Numerical Analysis.

We are able to make some interesting comparisons that highlight the changing nature of software engineering education.

Consider the areas in which we differ most from the ACM/IEEE model. Clearly we have chosen to emphasise database, artificial intelligence, and especially human-computer topics at the expense of the more traditional architecture and (to a lesser extent) algorithms subject areas. We justify this shift in emphasis by noting that major changes in software technologies have occurred since the ACM/IEEE curriculum was published in 1991, and we are attempting to respond to these. The most influential developments from our point of view have been the emergence of the WIMP-style of user interface, greater reliance by industry on 3 and 4GLs, and the increased use of networked computers in information systems. To some extent this philosophy is shared by the QUT course — database and human-computer areas are emphasised, and architecture is de-emphasised, though we note a complete absence of AI content! We note that the QUT and SCU data differ widely in the AL and PL areas, though the sum of these two areas is very similar; we assume that this simply reflects a difference between the allocation of subtopics to the AL and PL areas, in the two course summaries.

Another divergence in this course is that we have sought to structure the sequence of the units to build knowledge in a gradual and incremental manner, rather
than cover an area in one or two concentrated units. This is particularly evident in the software engineering and programming subjects, which are spread uniformly over the full three years of the course. By comparison, in the ACM/IEEE course, software engineering subjects appear in only the first three semesters and programming subjects in the following two semesters.

**Conclusions and plans for the future**

We have presented a new course in SE which has some significant differences in emphasis with comparative courses. These differences arise in part from the set of choices we made in seeking to balance the often conflicting requirements of a new course. The major divergence from older curricula appears to be a shift in emphasis from the traditional computer science core curriculum which stressed depth in a small number of key areas, to a more balanced approach where traditionally less significant areas like database and HCI contribute more to the core curriculum. More recent curricula tend to confirm our approach, though differ sufficiently for us to conclude that curriculum design is clearly still a highly subjective field!

Recognising the need to approach the software process from different perspectives, our course attempts to include the various approaches, i.e. systems design, programming, tool-kit, formal specification, process modeling and project management, within its curriculum framework. However, there may be some who would argue for a monolithic rather than pluralistic approach.

While it is possible to devise a curriculum where software engineering principles and techniques are singled out and studied as stand-alone topics, the approach that we have chosen is not to deal with them in abstract, but to treat them in the context of various applications areas. The close relationships between theory and practice are thus maintained.
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